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I. INTRODUCTION

We propose a demonstration of a lightweight RISC-V implementation
called MicroRV32 that is suitable for FPGAs. The entire design flow
is based on open source tools. The core itself is implemented in the
modern Scala-based SpinalHDL hardware description language. For the
FPGA flow, the IceStorm suite is utilized. On the iCE40 HX8K FPGA
the design requires about 50% of the resources and can be run at a
maximum clock frequency of 34.02 MHz. Beside the core, the design
also includes basic peripherals and software examples. MicroRV32 is
particularly suitable as a lightweight implementation for research and
education. The complete design flow can be executed on a Linux system
by means of open source tools which makes the platform very accessible.

II. MICRORV32 OVERVIEW

The demonstrator can be described in two parts: the system on a chip
(SoC) platform, written in SpinalHDL, and the hardware setup using
the platform on a FPGA development board with additional probing
and stimuli circuits. Developing the SoC platform was aligned to the
specifications our open source RISC-V Virtual Prototype (VP) (avail-
able at https://github.com/agra-uni-bremen/riscv-vp). The platform was
tested with the RISC-V Unit Tests and comes with software examples.
By utilizing the open source IceStorm suite for iCE40 FPGAs and
the modern open source SpinalHDL hardware description language the
platform is very accessible and can be used with a Linux system.

A. Architecture Overview

Fig. |l| shows a top level view of the architecture of the MicroRV32
platform. The architecture consists of the RISC-V RV32 core and periph-
erals interconnected through a memory mapped bus. A memory holds
the executed program and acts as random access memory (RAM) for the
processor. The initial program is loaded into the memory at synthesis
time. For additional peripherals a module representing LEDs and a
module to shutdown the platform were added. The shutdown peripheral
is used to terminate the processor by transitioning it into a defined end
state. To slow down the execution of the processor a clock divider is
provided. The platform outputs the internal state of the processor in order
to make the execution cycles visible and traceable.
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Fig. 1. Architecture overview
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B. Demonstrator Overview
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Fig. 2. Demonstrator overview

Fig. |2 shows the hardware setup of the demonstrator for the Mi-
croRV32 platform. The SoC platform runs on a iCE40 HX8K FPGA
development board (center, green) and is connected to components to
control the FPGA inputs (here clock and reset) and to show and trace the
outputs (SoC outputs). With an Arduino microcontroller (red, top left)
the FPGA inputs are driven. A logic analyzer (red, bottom left) collects
the traces of inputs and outputs as a waveform. Additional LEDs (red,
top right) are used to show the the bus address of the memory mapped
bus. Through serial commands from a computer the microcontroller
drives the reset and clock lines of the FPGA.

On the iCE40 HX8K FPGA from Lattice Semiconductor the Mi-
croRV32 Platoform achieves a maximum frequency of 34.02 MHz at
a device utilization around 50%.

C. Future Work

We plan to investigate different directions to further improve our
platform and the VP-based integration:

o Consider formal methods and comprehensive simulation-based
techniques to validate the platform and in particular the RISC-V
core.

« Investigate cross-level methodologies between the VP and RTL
descriptions for verification, simulation and modeling purposes.

« Integrate further peripherals and RISC-V instruction set extensions
into the platform to provide support for powerful operating sys-
tems.
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